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Preface

To the Reader

In late 1995, the Java programming language burst onto the Internet scene
and gained instant celebrity status. The promise of Java technology was that
it would become the universal glue that connects users with information
wherever it comes from—web servers, databases, information providers, or
any other imaginable source. Indeed, Java is in a unique position to fulfill
this promise. It is an extremely solidly engineered language that has gained
wide acceptance. Its built-in security and safety features are reassuring both
to programmers and to the users of Java programs. Java has built-in support
for advanced programming tasks, such as network programming, database
connectivity, and concurrency.

Since 1995, eleven major revisions of the Java Development Kit have been
released. Over the course of the last 20 years, the Application Programming
Interface (API) has grown from about 200 to over 4,000 classes. The API now
spans such diverse areas as user interface construction, database management,
internationalization, security, and XML processing.

The book that you are reading right now is the first volume of the eleventh
edition of Core Java. Each edition closely followed a release of the Java Devel-
opment Kit, and each time, we rewrote the book to take advantage of the
newest Java features. This edition has been updated to reflect the features of
Java Standard Edition (SE) 9, 10, and 11.

As with the previous editions of this book, we still target serious programmers
who want to put Java to work on real projects. We think of you, our reader, as a
programmer with a solid background in a programming language other than
Java, and we assume that you don't like books filled with toy examples (such
as toasters, zoo animals, or “nervous text”). You won't find any of these in
our book. Our goal is to enable you to fully understand the Java language
and library, not to give you an illusion of understanding.

In this book you will find lots of sample code demonstrating almost every
language and library feature that we discuss. We keep the sample programs
purposefully simple to focus on the major points, but, for the most part, they

xix
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aren’t fake and they don’t cut corners. They should make good starting points
for your own code.

We assume you are willing, even eager, to learn about all the advanced fea-
tures that Java puts at your disposal. For example, we give you a detailed
treatment of

* Object-oriented programming

¢ Reflection and proxies

¢ Interfaces and inner classes

* Exception handling

¢ Generic programming

¢ The collections framework

¢ The event listener model

e Graphical user interface design

¢ Concurrency

With the explosive growth of the Java class library, a one-volume treatment
of all the features of Java that serious programmers need to know is no longer
possible. Hence, we decided to break up the book into two volumes. This
first volume concentrates on the fundamental concepts of the Java language,
along with the basics of user-interface programming. The second volume,

Core Java, Volume II—Advanced Features, goes further into the enterprise features
and advanced user-interface programming. It includes detailed discussions of

e The Stream API

* Tile processing and regular expressions

e Databases

¢ XML processing

* Annotations

* Internationalization

* Network programming

* Advanced GUI components

* Advanced graphics

* Native methods

When writing a book, errors and inaccuracies are inevitable. We'd very much
like to know about them. But, of course, we'd prefer to learn about each of
them only once. We have put up a list of frequently asked questions, bug

fixes, and workarounds on a web page at http://horstmann.com/corejava. Strategi-
cally placed at the end of the errata page (to encourage you to read through
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it first) is a form you can use to report bugs and suggest improvements. Please
don't be disappointed if we don’t answer every query or don't get back to
you immediately. We do read all e-mail and appreciate your input to make
future editions of this book clearer and more informative.

A Tour of This Book

Chapter 1 gives an overview of the capabilities of Java that set it apart from
other programming languages. We explain what the designers of the language
set out to do and to what extent they succeeded. Then, we give a short history
of how Java came into being and how it has evolved.

In Chapter 2, we tell you how to download and install the JDK and the pro-
gram examples for this book. Then we guide you through compiling and
running a console application and a graphical application. You will see how
to use the plain JDK, a Java IDE, and the JShell tool.

Chapter 3 starts the discussion of the Java language. In this chapter, we
cover the basics: variables, loops, and simple functions. If you are a C or C++
programmer, this is smooth sailing because the syntax for these language
features is essentially the same as in C. If you come from a non-C background
such as Visual Basic, you will want to read this chapter carefully.

Object-oriented programming (OOP) is now in the mainstream of program-
ming practice, and Java is an object-oriented programming language.
Chapter 4 introduces encapsulation, the first of two fundamental building
blocks of object orientation, and the Java language mechanism to implement
it—that is, classes and methods. In addition to the rules of the Java language,
we also give advice on sound OOP design. Finally, we cover the marvelous
javadoc tool that formats your code comments as a set of hyperlinked web
pages. If you are familiar with C++, you can browse through this chapter
quickly. Programmers coming from a non-object-oriented background should
expect to spend some time mastering the OOP concepts before going further
with Java.

Classes and encapsulation are only one part of the OOP story, and Chapter 5
introduces the other—namely, inheritance. Inheritance lets you take an existing
class and modify it according to your needs. This is a fundamental technique
for programming in Java. The inheritance mechanism in Java is quite similar
to that in C++. Once again, C++ programmers can focus on the differences
between the languages.
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Chapter 6 shows you how to use Java's notion of an inferface. Interfaces let
you go beyond the simple inheritance model of Chapter 5. Mastering interfaces
allows you to have full access to the power of Java's completely object-oriented
approach to programming. After we cover interfaces, we move on to lambda
expressions, a concise way for expressing a block of code that can be executed
at a later point in time. We then cover a useful technical feature of Java
called inner classes.

Chapter 7 discusses exception handling—Java’s robust mechanism to deal with
the fact that bad things can happen to good programs. Exceptions give you
an efficient way of separating the normal processing code from the error
handling. Of course, even after hardening your program by handling all ex-
ceptional conditions, it still might fail to work as expected. In the final part
of this chapter, we give you a number of useful debugging tips.

Chapter 8 gives an overview of generic programming. Generic programming
makes your programs easier to read and safer. We show you how to use
strong typing and remove unsightly and unsafe casts, and how to deal with
the complexities that arise from the need to stay compatible with older
versions of Java.

The topic of Chapter 9 is the collections framework of the Java platform.
Whenever you want to collect multiple objects and retrieve them later, you
should use a collection that is best suited for your circumstances, instead of
just tossing the elements into an array. This chapter shows you how to take
advantage of the standard collections that are prebuilt for your use.

Chapter 10 provides an introduction into GUI programming. We show how
you can make windows, how to paint on them, how to draw with geometric
shapes, how to format text in multiple fonts, and how to display images. Next,
you'll see how to write code that responds to events, such as mouse clicks
or key presses.

Chapter 11 discusses the Swing GUI toolkit in great detail. The Swing
toolkit allows you to build cross-platform graphical user interfaces. You'll
learn all about the various kinds of buttons, text components, borders, sliders,
list boxes, menus, and dialog boxes. However, some of the more advanced
components are discussed in Volume II.

Chapter 12 finishes the book with a discussion of concurrency, which enables
you to program tasks to be done in parallel. This is an important and exciting
application of Java technology in an era where most processors have multiple
cores that you want to keep busy.
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A bonus JavaFX chapter contains a rapid introduction into JavaFX, a modern
GUI toolkit for desktop applications. If you read the print book, download
the chapter from the book companion site at http://horstmann.com/corejava.

The Appendix lists the reserved words of the Java language.

Conventions

As is common in many computer books, we use monospace type to represent
computer code.

NOTE: Notes are tagged with “note” icons that look like this.

TIP: Tips are tagged with “tip” icons that look like this.

C++ NOTE: There are many C++ notes that explain the differences between
Java and C++. You can skip over them if you don’t have a background in C++
or if you consider your experience with that language a bad dream of which
you’d rather not be reminded.

0 CAUTION: When there is danger ahead, we warn you with a “caution” icon.

Java comes with a large programming library, or Application Programming
Interface (API). When using an API call for the first time, we add a short
summary description at the end of the section. These descriptions are a bit
more informal but, we hope, also a little more informative than those in the
official online API documentation. The names of interfaces are in italics, just
like in the official documentation. The number after a class, interface, or
method name is the JDK version in which the feature was introduced, as
shown in the following example:

Application Programming Interface
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w. i ’ i W i
Programs whose source code is on the book’s companion web site are
presented as listings, for instance:

Listing 1.1 InputTest/InputTest.java

Sample Code

The web site for this book at http://horstmann.com/corejava contains all sample
code from the book. See Chapter 2 for more information on installing the
Java Development Kit and the sample code.

Register your copy of Core Java, Volume I—Fundamentals, Eleventh Edition, on the
InformlT site for convenient access to updates and/or corrections as they become
available. To start the registration process, go to informit.com/register and log in
or create an account. Enter the product ISBN (9780135166307) and click Submit.
Look on the Registered Products tab for an Access Bonus Content link next to
this product, and follow that link to access any available bonus materials. If you
would like to be notified of exclusive offers on new editions and updates, please
check the box to receive email from us.
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CHAPTER

An Introduction to Java

In this chapter

e 1.1 Java as a Programming Platform, page 1

e 1.2 The Java “White Paper” Buzzwords, page 2

e 1.3 Java Applets and the Internet, page 9

e 1.4 A Short History of Java, page 10

e 1.5 Common Misconceptions about Java, page 13

The first release of Java in 1996 generated an incredible amount of excitement,
not just in the computer press, but in mainstream media such as the New
York Times, the Washington Post, and BusinessWeek. Java has the distinction of
being the first and only programming language that had a ten-minute story
on National Public Radio. A $100,000,000 venture capital fund was set up
solely for products using a specific computer language. I hope you will enjoy
a brief history of Java that you will find in this chapter.

1.1 Java as a Programming Platform

In the first edition of this book, my coauthor Gary Cornell and I had this to
write about Java:

“As a computer language, Java's hype is overdone: Java is certainly a good
programming language. There is no doubt that it is one of the better languages
available to serious programmers. We think it could potentially have been a
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great programming language, but it is probably too late for that. Once a lan-
guage is out in the field, the ugly reality of compatibility with existing code
sets in.”

Our editor got a lot of flack for this paragraph from someone very high up
at Sun Microsystems, the company that originally developed Java. The Java
language has a lot of nice features that we will examine in detail later in this
chapter. It has its share of warts, and some of the newer additions to the
language are not as elegant as the original features because of compatibility
requirements.

But, as we already said in the first edition, Java was never just a language.
There are lots of programming languages out there, but few of them make
much of a splash. Java is a whole platform, with a huge library, containing
lots of reusable code, and an execution environment that provides services
such as security, portability across operating systems, and automatic garbage
collection.

As a programmer, you will want a language with a pleasant syntax and
comprehensible semantics (i.e., not C++). Java fits the bill, as do dozens of
other fine languages. Some languages give you portability, garbage collection,
and the like, but they don't have much of a library, forcing you to roll your
own if you want fancy graphics or networking or database access. Well, Java
has everything—a good language, a high-quality execution environment, and
a vast library. That combination is what makes Java an irresistible proposition
to so many programmers.

1.2 The Java “White Paper” Buzzwords

The authors of Java wrote an influential white paper that explains their design
goals and accomplishments. They also published a shorter overview that is
organized along the following 11 buzzwords:

1. Simple
Object-Oriented
Distributed

Robust

Secure
Architecture-Neutral
Portable

Interpreted

® NS TN
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9. High-Performance

10. Multithreaded

11. Dynamic

In the following subsections, you will find a summary, with excerpts from

the white paper, of what the Java designers say about each buzzword, together
with a commentary based on my experiences with the current version of Java.

p NOTE: The white paper can be found at www.oracle.com/technetwork/java
é /langenv-140151.html. You can retrieve the overview with the 11 buzzwords at
http://horstmann.com/corejava/java-an-overview/7Gosling.pdf.

1.2.1 Simple

We wanted to build a system that could be programmed easily without a lot of
esoteric training and which leveraged today’s standard practice. So even though
we found that C++ was unsuitable, we designed Java as closely to C++ as pos-
sible in order to make the system more comprehensible. Java omits many rarely
used, poorly understood, confusing features of C++ that, in our experience, bring
more grief than benefit.

The syntax for Java is, indeed, a cleaned-up version of C++ syntax. There is
no need for header files, pointer arithmetic (or even a pointer syntax), struc-
tures, unions, operator overloading, virtual base classes, and so on. (See the
C++ notes interspersed throughout the text for more on the differences be-
tween Java and C++.) The designers did not, however, attempt to fix all of
the clumsy features of C++. For example, the syntax of the switch statement
is unchanged in Java. If you know C++, you will find the transition to the
Java syntax easy.

At the time Java was released, C++ was actually not the most commonly used
programming language. Many developers used Visual Basic and its drag-and-
drop programming environment. These developers did not find Java simple.
It took several years for Java development environments to catch up. Nowa-
days, Java development environments are far ahead of those for most other
programming languages.

Another aspect of being simple is being small. One of the goals of Java is to
enable the construction of software that can run stand-alone on small machines.
The size of the basic interpreter and class support is about 40K; the basic stan-
dard libraries and thread support ( essentially a self-contained microkernel ) add
another 175K.
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This was a great achievement at the time. Of course, the library has since
grown to huge proportions. There is now a separate Java Micro Edition with
a smaller library, suitable for embedded devices.

1.2.2 Object-Oriented

Simply stated, object-oriented design is a programming technique that focuses
on the data—objects—and on the interfaces to those objects. To make an analogy
with carpentry, an “object-oriented” carpenter would be mostly concerned with
the chair he is building, and secondarily with the tools used to make it; a “non-
object-oriented” carpenter would think primarily of his tools. The object-oriented
facilities of Java are essentially those of C++.

Object orientation was pretty well established when Java was developed. The
object-oriented features of Java are comparable to those of C++. The major
difference between Java and C++ lies in multiple inheritance, which Java has
replaced with a simpler concept of interfaces. Java has a richer capacity for
runtime introspection (discussed in Chapter 5) than C++.

1.2.3 Distributed

Java has an extensive library of routines for coping with TCP/IP protocols like
HTTP and FTP. Java applications can open and access objects across the Net
via URLs with the same ease as when accessing a local file system.

Nowadays, one takes this for granted—but in 1995, connecting to a web
server from a C++ or Visual Basic program was a major undertaking.

1.2.4 Robust

Java is intended for writing programs that must be reliable in a variety of ways.
Java puts a lot of emphasis on early checking for possible problems, later dynamic
(runtime) checking, and eliminating situations that are error-prone. . . . The
single biggest difference between Java and C/C++ is that Java has a pointer
model that eliminates the possibility of overwriting memory and corrupting data.

The Java compiler detects many problems that in other languages would show
up only at runtime. As for the second point, anyone who has spent hours
chasing memory corruption caused by a pointer bug will be very happy with
this aspect of Java.
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1.2.5 Secure

Java is intended to be used in networked/distributed environments. Toward that
end, a lot of emphasis has been placed on security. Java enables the construction
of virus-free, tamper-free systems.

From the beginning, Java was designed to make certain kinds of attacks
impossible, among them:

* Overrunning the runtime stack—a common attack of worms and viruses
* Corrupting memory outside its own process space

* Reading or writing files without permission

Originally, the Java attitude towards downloaded code was “Bring it on!”
Untrusted code was executed in a sandbox environment where it could not
impact the host system. Users were assured that nothing bad could happen
because Java code, no matter where it came from, could never escape from
the sandbox.

However, the security model of Java is complex. Not long after the first version
of the Java Development Kit was shipped, a group of security experts at
Princeton University found subtle bugs that allowed untrusted code to attack
the host system.

Initially, security bugs were fixed quickly. Unfortunately, over time, hackers
got quite good at spotting subtle flaws in the implementation of the security
architecture. Sun, and then Oracle, had a tough time keeping up with bug
fixes.

After a number of high-profile attacks, browser vendors and Oracle became
increasingly cautious. Java browser plug-ins no longer trust remote code unless
it is digitally signed and users have agreed to its execution.

as originally envisioned, Java was well ahead of its time. A competing code
delivery mechanism from Microsoft relied on digital signatures alone for security.
Clearly this was not sufficient: As any user of Microsoft’s own products can
confirm, programs from well-known vendors do crash and create damage.

NOTE: Even though in hindsight, the Java security model was not as successful
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1.2.6 Architecture-Neutral

The compiler generates an architecture-neutral object file format. The compiled
code is executable on many processors, given the presence of the Java runtime
system. The Java compiler does this by generating bytecode instructions which
have nothing to do with a particular computer architecture. Rather, they are
designed to be both easy to interpret on any machine and easy to translate into
native machine code on the fly.

Generating code for a “virtual machine” was not a new idea at the time.
Programming languages such as Lisp, Smalltalk, and Pascal had employed
this technique for many years.

Of course, interpreting virtual machine instructions is slower than running
machine instructions at full speed. However, virtual machines have the option
of translating the most frequently executed bytecode sequences into machine
code—a process called just-in-time compilation.

Java’s virtual machine has another advantage. It increases security because it
can check the behavior of instruction sequences.

1.2.7 Portable

Unlike C and C++, there are no “implementation-dependent” aspects of the
specification. The sizes of the primitive data types are specified, as is the behavior
of arithmetic on them.

For example, an int in Java is always a 32-bit integer. In C/C++, int can mean
a 16-bit integer, a 32-bit integer, or any other size that the compiler vendor
likes. The only restriction is that the int type must have at least as many bytes
as a short int and cannot have more bytes than a long int. Having a fixed size
for number types eliminates a major porting headache. Binary data is stored
and transmitted in a fixed format, eliminating confusion about byte ordering.
Strings are saved in a standard Unicode format.

The libraries that are a part of the system define portable interfaces. For example,
there is an abstract Window class and implementations of it for UNIX, Windows,
and the Macintosh.

The example of a Window class was perhaps poorly chosen. As anyone who has
ever tried knows, it is an effort of heroic proportions to implement a user
interface that looks good on Windows, the Macintosh, and ten flavors of
UNIX. Java 1.0 made the heroic effort, delivering a simple toolkit that provided
common user interface elements on a number of platforms. Unfortunately,
the result was a library that, with a lot of work, could give barely acceptable
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results on different systems. That initial user interface toolkit has since been
replaced, and replaced again, and portability across platforms remains an issue.

However, for everything that isn't related to user interfaces, the Java libraries
do a great job of letting you work in a platform-independent manner. You
can work with files, regular expressions, XML, dates and times, databases,
network connections, threads, and so on, without worrying about the under-
lying operating system. Not only are your programs portable, but the Java
APIs are often of higher quality than the native ones.

1.2.8 Interpreted

The Java interpreter can execute Java bytecodes directly on any machine to
which the interpreter has been ported. Since linking is a more incremental
and lightweight process, the development process can be much more rapid and
exploratory.

This was a real stretch. Anyone who has used Lisp, Smalltalk, Visual Basic,
Python, R, or Scala knows what a “rapid and exploratory” development process
is. You try out something, and you instantly see the result. For the first
20 years of Java's existence, development environments were not focused on
that experience. It wasn't until Java 9 that the jshell tool supported rapid and
exploratory programming.

1.2.9 High-Performance

While the performance of interpreted bytecodes is usually more than adequate,
there are situations where higher performance is required. The bytecodes can be
translated on the fly (at runtime) into machine code for the particular CPU the
application is running on.

In the early years of Java, many users disagreed with the statement that the
performance was “more than adequate.” Today, however, the just-in-time
compilers have become so good that they are competitive with tradi-
tional compilers and, in some cases, even outperform them because they have
more information available. For example, a just-in-time compiler can monitor
which code is executed frequently and optimize just that code for speed. A
more sophisticated optimization is the elimination (or ”inlining”) of function
calls. The just-in-time compiler knows which classes have been loaded. It can
use inlining when, based upon the currently loaded collection of classes, a
particular function is never overridden, and it can undo that optimization
later if necessary.
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1.2.10 Multithreaded

[The] benefits of multithreading are better interactive responsiveness and real-time
behavior.

Nowadays, we care about concurrency because Moore’s law has come to an
end. Instead of faster processors, we just get more of them, and we have to
keep them busy. Yet when you look at most programming languages, they
show a shocking disregard for this problem.

Java was well ahead of its time. It was the first mainstream language to support
concurrent programming. As you can see from the white paper, its motivation
was a little different. At the time, multicore processors were exotic, but web
programming had just started, and processors spent a lot of time waiting for
a response from the server. Concurrent programming was needed to make
sure the user interface didn't freeze.

Concurrent programming is never easy, but Java has done a very good job
making it manageable.

1.2.11 Dynamic

In a number of ways, Java is a more dynamic language than C or C++. It was
designed to adapt to an evolving environment. Libraries can freely add new
methods and instance variables without any effect on their clients. In Java,
finding out runtime type information is straightforward.

This is an important feature in situations where code needs to be added to
a running program. A prime example is code that is downloaded from the
Internet to run in a browser. In C or C++, this is indeed a major challenge,
but the Java designers were well aware of dynamic languages that made it
easy to evolve a running program. Their achievement was to bring this feature
to a mainstream programming language.

p NOTE: Shortly after the initial success of Java, Microsoft released a product
called J++ with a programming language and virtual machine that were almost
identical to Java. This effort failed to gain traction, and Microsoft followed
through with another language called C# that also has many similarities to Java
but runs on a different virtual machine. This book does not cover J++ or C#.
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1.3 Java Applets and the Internet

The idea here is simple: Users will download Java bytecodes from the Internet
and run them on their own machines. Java programs that work on web pages
are called applets. To use an applet, you only need a Java-enabled web
browser, which will execute the bytecodes for you. You need not install any
software. You get the latest version of the program whenever you visit the
web page containing the applet. Most importantly, thanks to the security of
the virtual machine, you never need to worry about attacks from hostile code.

Inserting an applet into a web page works much like embedding an image.
The applet becomes a part of the page, and the text flows around the space
used for the applet. The point is, this image is alive. It reacts to user com-
mands, changes its appearance, and exchanges data between the computer
presenting the applet and the computer serving it.

Figure 1.1 shows the Jmol applet that displays molecular structures. By using
the mouse, you can rotate and zoom each molecule to better understand
its structure. At the time that applets were invented, this kind of direct ma-
nipulation was not achievable with web pages—there was only rudimentary
JavaScript and no HTML canvas.
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Figure 1.1 The Jmol applet



